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في React JS، هناك نوعان رئيسيان من المكونات:

المكونات المستندة إلى الفئات (Class-Based Components) والمكونات الوظيفية (Functional Components) كلاهما يمكن استخدامه لإنشاء مكونات تفاعلية، ولكن هناك اختلافات جوهرية بينهما:

**.1 المكونات المستندة إلى الفئات (Class-Based Components):**

* تعتمد هذه المكونات على **ES6 classes**.
* تتطلب استخدام **class** لإنشاء المكون.
* تدعم **state** و**lifecycle methods** مباشرة داخل المكون.
* تحتاج إلى استخدام **this** للإشارة إلى المتغيرات أو الأساليب داخل المكون.

**مثال:**

class MyComponent extends React.Component {

constructor(props) {

super(props);

this.state = {

count: 0

};

}

componentDidMount() {

console.log('Component did mount');

}

render() {

return (

<div>

<p>{this.state.count}</p>

<button onClick={() => this.setState({ count: this.state.count + 1 })}>

Increase

</button>

</div>

);

}

}

**مزايا المكونات المستندة إلى الفئات:**

* التعامل مع  **state**و**lifecycle methods** بشكل مباشر.
* كانت الطريقة الأساسية لإنشاء المكونات في React قبل ظهور المكونات الوظيفية مع الخطافات .(Hooks)

**عيوبها:**

* أكثر تعقيدًا من المكونات الوظيفية.
* استخدام **this** قد يكون مربكًا ويحتاج إلى التعامل مع الربط .(binding)

**.2 المكونات الوظيفية (Functional Components) :**

* تعتمد على  **functions**في.JavaScript
* قبل ظهور  **Hooks**فيReact 16.8، كانت المكونات الوظيفية لا تدعم **state** أو **lifecycle methods**، ولكن الآن يمكن استخدام **Hooks** مثل **useState** و**useEffect** لتوفير هذه الوظائف.
* أبسط وأخف في الكتابة والفهم مقارنة بالمكونات المستندة إلى الفئات.

**مثال:**

import React, { useState, useEffect } from 'react';

function MyComponent() {

const [count, setCount] = useState(0);

useEffect(() => {

console.log('Component did mount or update');

}, []);

return (

<div>

<p>{count}</p>

<button onClick={() => setCount(count + 1)}>

Increase

</button>

</div>

);

}

**مزايا المكونات الوظيفية:**

* أسهل في القراءة والفهم.
* لا تحتاج إلى استخدام **this**
* تتيح استخدام **Hooks**، مما يجعل التعامل مع**state** و **lifecycle** أكثر مرونة.
* تعمل بكفاءة أكبر من المكونات المستندة إلى الفئات.

**عيوبها:**

* قد تكون معقدة قليلاً عند استخدام الكثير من الخطافات (Hooks) معقدة، لكنها لا تزال أبسط من المكونات المستندة إلى الفئات.

**الخلاصة:**

* المكونات الوظيفية أصبحت المعيار الحديث في React بفضل الخطافات (Hooks)
* المكونات المستندة إلى الفئات تستخدم بشكل أقل بعد تقديم الخطافات ولكنها لا تزال موجودة في بعض المشاريع الكبيرة القديمة.
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